**Patrones de diseño**

## **Introducción**

En este apartado, repasaremos los principios de diseño de clases Java y los principales patrones de diseño empleados en el acceso a datos, sobre todo los patrones de creación.

Un patrón de diseño es una **solución general establecida para un problema común en el desarrollo de software**. El propósito de un patrón de diseño es **buscar estrategias comunes** para aprovechar el conocimiento y la experiencia acumulada de los desarrolladores para **resolver problemas fácilmente**. También proporciona a los desarrolladores un vocabulario común en el que pueden discutir problemas y soluciones comunes. Por ejemplo, si dices que escribiste getters/setters o implementaste el patrón singleton, la mayoría de los desarrolladores entenderán la estructura de tu código sin tener que profundizar en los detalles de bajo nivel.

Los patrones que pueden resultar más interesantes para acceso a datos, son los **patrones de creación**, un tipo de patrón que **gestiona la creación de objetos dentro de una aplicación**.

Escritor escritor = new Poeta();

EL problema con la creación de objetos radica en **cómo crear y gestionar objetos en sistemas más complejos**. Por ejemplo, necesitamos saber exactamente qué tipo de objeto es Escritor, en este caso, Poeta, que se crea en tiempo de compilación. Pero, **en muchos casos no se sabe hasta tiempo de ejecución**, además de crear un solo objeto Escritor en la memoria compartido por todas las clases dentro de nuestra aplicación (patrón Singleton).

Los patrones de creación simplemente aplican un nivel de indirección a la creación de objetos al crear el objeto en alguna otra clase, en lugar de crear el objeto directamente en tu aplicación. **El nivel de indirección es un término general para resolver un problema de diseño de software dividiendo conceptualmente la tarea en múltiples niveles**.

# **01. PRINCIPIOS DE DISEÑO**

* [Introducción](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/01designprinciples/#introducci%C3%B3n)
* [Encapsulación de Datos](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/01designprinciples/#encapsulaci%C3%B3n-de-datos)
  + [Bloqueo de acceso directo a atributos privados](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/01designprinciples/#bloqueo-de-acceso-directo-a-atributos-privados)
* [Creación de JavaBeans](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/01designprinciples/#creaci%C3%B3n-de-javabeans)
* [Relación Es‐un](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/01designprinciples/#relaci%C3%B3n-esun)
* [Relación Tiene‐un](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/01designprinciples/#relaci%C3%B3n-tieneun)
  + [Problemas del modelo de datos empleando Es‐un y Tiene‐un](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/01designprinciples/#problemas-del-modelo-de-datos-empleando-esun-y-tieneun)
* [Composición de Objetos](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/01designprinciples/#composici%C3%B3n-de-objetos)

## **Introducción**

Haremos un inciso para repasar y descubrir nuevos principios de diseño, pues son un elemento clave en el diseño de estructura de clases de acceso a Datos, **patrones como Singleton son interesantes para establecer conexiones a BD**, por ejemplo.

Un **principio de diseño** es una idea establecida o mejor práctica que facilita el proceso de diseño de software. Al crear clases en Java **estos principios conducen a bases de código mejores y más manejables**. En general, seguir buenos principios de diseño lleva a:

* Código más **lógico**
* Código más **fácil de entender**
* Clases más **fáciles de reutilizar** en otras relaciones y aplicaciones
* Código más **fácil de mantener** y que se adapta más fácilmente a cambios en los requisitos de la aplicación

Un **modelo de datos es la representación de nuestros objetos y sus propiedades dentro de la aplicación y cómo se relacionan con elementos del mundo real**.

## **Encapsulación de Datos**

Un principio fundamental del diseño orientado a objetos es el concepto de encapsular datos.  
En el desarrollo de software, la encapsulación es declarar que los atributos y métodos en una clase de manera que los **métodos operen sobre los atributos, en lugar de que los usuarios de la clase accedan directamente a los atributos**. En Java, de manera general se implementan con **atributos de instancia privados que tienen métodos públicos** para recuperar o modificar los datos, comúnmente conocidos como **getters y setters**, respectivamente.

public class EjemploClase {  
 private int datos;  
  
 // Método getter  
 public int getDatos() {  
 return datos;  
 }  
  
 // Método setter  
 public void setDatos(int nuevosDatos) {  
 this.datos = nuevosDatos;  
 }  
}

Ningún elemento además de la propia clase debería tener acceso directo a sus datos.

Se dice que la clase **encapsula los datos que contiene y evita que alguien acceda directamente a ellos**. Con la encapsulación, una clase puede mantener ciertas **invariantes** sobre sus datos internos. Una invariante es una **propiedad o verdad que se mantiene incluso después de que los datos son modificados**. Por ejemplo, imaginemos que estamos diseñando una nueva clase Animal y tenemos los siguientes requisitos de diseño:

* Cada animal tiene un campo de especie no nulo y no vacío.
* Cada animal tiene un campo de edad que es mayor o igual a cero.

El objetivo al diseñar nuestra clase Animal sería asegurarnos de que nunca lleguemos a una instancia de Animal que viole una de estas propiedades. Al usar miembros de instancia privados junto con métodos getter y setter que validan los datos de entrada, podemos garantizar que estas invariantes sigan siendo verdaderas.

Por ejemplo, si definimos la clase Animal sin encapsulación:

public class Animal {  
 public String especie;  
 public int edad;  
}

Al definir la clase Animal de esta manera, es fácil crear una instancia de Animal que no cumpla las invariantes:

Animal animal = new Animal(); // La especie no debería ser nula.  
animal.edad = -80; // La edad no podría ser negativa.

L primera invariante se viola tan pronto como se crea el objeto, con la especie predeterminada a nula. Luego, el usuario establece el campo de edad en -80, ya que este campo es accesible públicamente, lo que resulta en la violación de la segunda invariante.

HAciendo los atributos privados, la clase es la única que puede modificar los datos directamente. Al definir constructores, getters y setters que cumplan las condiciones:

public class Animal {  
 private String especie;  
 private int edad;  
  
 public Animal(String especie) {  
 this.setEspecie(especie);  
 }  
  
 public String getEspecie() {  
 return especie;  
 }  
  
 public void setEspecie(String especie) {  
 if(especie == null || especie.trim().length()==0) {  
 throw new IllegalArgumentException("La especie es obligatoria");  
 }  
 this.especie = especie;  
 }  
  
 public int getAge() {  
 return edad;  
 }  
  
 public void setAge(int edad) {  
 if(edad < 0) {  
 throw new IllegalArgumentException("La edad no puede ser un número negativo");  
 }  
 this.edad = edad;  
 }  
}

Las variables especie y edad están marcadas como privadas, con métodos públicos getEspecie() y getEdad() para leer los datos. Además, setEspecie() y setEdad() ahora validan la entrada y lanzan una excepción si se viola una de nuestras invariantes. Además, se ha añadido un constructor no predeterminado que requiere un valor de especie y utiliza el método setter para validar la entrada.

La ventaja de esta nueva implementación de la clase Animal es que **utiliza la encapsulación para hacer cumplir los principios de diseño de la clase**. Cada vez que se pasa una instancia de un objeto Animal a un método, se puede usar sin requerir que se validen sus invariantes.

### **Bloqueo de acceso directo a atributos privados**

EN la práctica, los getter o setter a menudo ofrece un acceso casi directo a los atributos privados:

private String nombre;  
  
public String getNombre() {  
 return nombre;  
}  
  
public void setNombre(String nombre) {  
 this.nombre = nombre;  
}

Aunque puede parecer una mala encapsulación, el campo nombre se puede cambiar sin aplicar ninguna regla, es mucho mejor que permitir el acceso directo a la variable privada nombre. La ventaja radica en que fácilmente se puede actualizar el método getter o setter para tener reglas más complejas sin hacer que las otras clases que lo usan tengan que recompilar el código. El método setNombre() podría reescribirse de la siguiente manera:

public void setNombre(String nombre) {  
 this.nombre = (nombre == null || nombre.trim().length() == 0) ? null : nombre;  
}

Dado que la firma del método setNombre() no cambió, la invocación de este método no implica tener que modificar y recompilar su código.

Se considera una buena práctica de diseño encapsular siempre todas las variables en una clase, incluso si no hay reglas de datos establecidas, como una forma de proteger los datos cuando dichas reglas puedan añadirse en el futuro.

## **Creación de JavaBeans**

La encapsulación es tan prevalente en Java que **existe un estándar para crear clases que almacenan datos**, llamado JavaBeans. Un JavaBean es un **principio de diseño para encapsular datos** en un objeto en Java;

**Convenciones de nomenclatura de JavaBean:**

|  |  |
| --- | --- |
| **Regla** | **Ejemplo** |
| Las propiedades son privadas. | private int edad; |
| El getter para propiedades no booleanas comienza con get. | public int getEdad() { return edad; } |
| Los getters para propiedades booleanas pueden comenzar con is, has o get. | public boolean isAve() { return ave; }public boolean getAve() { return ave; } |
| Los métodos setters comienzan con set. | public void setEdad(int edad) { this.edad = edad; } |
| El nombre del método debe tener un prefijo de set/get/is/has, seguido de la primera letra de la propiedad en mayúscula y el resto del nombre de la propiedad. | public void setNumHijos(int numHijos) { this.numHijos = numHijos; } |

*Aunque los valores booleanos utilizan is para comenzar sus métodos getters, NO se aplica a las instancias de la clase envolvente Boolean, que utilizan get.*

Por ejemplo:

private boolean jugando;  
private Boolean bailando;

¿Cuál de las siguientes podría incluirse correctamente en un JavaBean?

public boolean isJugando() { return jugando; }  
public boolean getJugando() { return jugando; }  
public Boolean isBailando() { return bailando; }

La primera línea es correcta porque define un getter adecuado para una variable booleana. El segundo ejemplo también es correcto, ya que boolean puede usar is o get. La tercera línea es incorrecta, porque un envoltorio Boolean debería comenzar con get, ya que es un objeto.

public String nombre;  
public String nombre() { return nombre; }  
public void actualizarNombre(String n) { nombre = n; }  
public void setnombre(String n) { nombre = n; }

¡Ninguna de estas líneas sigue las prácticas correctas de JavaBean! La primera línea hace público el nombre, cuando debería ser privado. La segunda línea no define un getter adecuado y debería ser getNombre(). Las dos últimas líneas son incorrectos setters, ya que la primera no comienza con set y la segunda no tiene la primera letra del nombre del atributo en mayúscula.

## **Relación Es‐un**

El operador instanceof se puede usar para determinar cuándo un objeto es una instancia de una clase, superclase o interfaz particular. En el diseño orientado a objetos, se describe la relación de que un objeto es una instancia de un tipo de datos como tener una relación es‐un. La relación es‐un también se conoce como la **prueba de herencia**.

Cuando se construye un **modelo de datos basado en la herencia**, es importante aplicar la relación es‐un regularmente, para **diseñar clases que conceptualmente tengan sentido**. Por ejemplo, una clase Gato que hereda de una clase Mascota, como se muestra en la imagen:
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La clase principal, Mascota, tiene campos comunes como nombre y edad. Se podría incurrir en el error de diseñar una clase Tigre, y dado que los tigres también tienen una edad y un nombre, se podría estar tentado en reutilizar la clase principal Mascota con el propósito de ahorrar tiempo y líneas de código, dando lugar a **diseños incorrectos**:
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Por desgracias ;-), Mascota también tiene un método acariciar().  
Al reutilizar la clase principal Mascota, se está afirmando conceptualmente que un Tigre es‐una Mascota, pero un Tigre no es una Mascota. Aunque este ejemplo es funcionalmente correcto y ahorra tiempo y líneas de código, el resultado de no aplicar la relación es‐un es que se ha creado una relación que viola el modelo de datos. Intentemos solucionar el problema colocando Mascota y Tigre debajo de una clase padre Felino y veamos si eso resuelve el problema:
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La estructura de clases es ahora más coherente, pero si se añade un hijo Perro a Mascota, nos encontramos con un problema con la prueba es‐un. Un Perro es‐una Mascota, y una Mascota es‐una Felino, pero el modelo implica que un Perro es‐un Felino, lo cual obviamente no es cierto.

La prueba de relación es‐un ayuda a evitar crear modelos de objetos que contengan contradicciones. Una solución en este ejemplo sería **no combinar Tigre y Mascota en el mismo modelo**, prefiriendo escribir código duplicado en lugar de crear datos inconsistentes. Una mejor solución podría ser utilizar las propiedades de las interfaces y declarar Mascota como una interfaz en lugar de una clase principal:

![](data:image/png;base64,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)

Ahora es correcto usando la prueba es‐un: Gato es‐un Animal, Tigre es‐un Felino, Perro es‐un Animal, y así sucesivamente. Mascota ahora está separada del modelo de herencia de clases, pero al usar interfaces, preservamos la relación de que Gato es‐una Mascota y Perro es‐una Mascota.

## **Relación Tiene‐un**

En el diseño orientado a objetos, a menudo queremos probar si un **objeto contiene una propiedad o valor en particular**. La relación tiene‐un cuando la propiedad de una clase tiene un nombre de un objeto o primitiva como miembro. La relación tiene‐un también se conoce como la prueba de **composición de objetos**.

Por ejemplo, las clases Pájaro y Pico:
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Pájaro y Pico son clases con atributos y valores diferentes. Aunque obviamente fallan la prueba es‐un, ya que un Pájaro no es un Pico, ni un Pico es un Pájaro, sí pasan la prueba tiene‐un, ya que un Pájaro tiene un Pico. La herencia va un paso más allá al permitirnos decir que cualquier hijo de Pájaro también debe tener un Pico.

### **Problemas del modelo de datos empleando Es‐un y Tiene‐un**

A veces, las relaciones parecen pasar la prueba es‐un pero fallan al combinarse con la relación tiene‐un a través de la herencia. Por ejemplo:

public class Cola {}  
public class Primate {  
 protected Cola cola;  
}  
  
public class Mono extends Primate { // El mono tiene una cola ya que es un primate  
}  
public class Chimpance extends Primate { // El chimpancé tiene una cola ya que es un primate  
}

En el ejemplo, un Mono es‐un Primate y un Chimpance es‐un Primate. El modelo también establece que un Primate tiene‐una Cola, y mediante la herencia, un Mono tiene‐un Cola y un Chimpancé tiene‐un Cola. Sin embargo, los chimpancés no tienen cola, por lo que el modelo de datos subyacente es incorrecto.  
Deberíamos eliminar la propiedad Cola de la clase Primates, ya que no todos los primates tienen colas.

## **Composición de Objetos**

En el diseño orientado a objetos la composición de objetos es la propiedad de **construir una clase utilizando referencias a otras clases** para reutilizar la funcionalidad de esas clases.

**La clase contiene las otras clases en el sentido de tiene‐un y puede delegar métodos a las otras clases**.

La composición de objetos debe considerarse como una alternativa a la herencia y a menudo **se utiliza para simular un comportamiento polimórfico que no se puede lograr mediante la herencia simple**:

public class Aletas {  
 public void aletear() {  
 System.out.println("Las aletas se mueven de un lado a otro");  
 }  
}  
  
public class PatasPalmeadas {  
 public void patear() {  
 System.out.println("Las patas palmeadas patean de un lado a otro");  
 }  
}

Intentar relacionar estos objetos mediante la herencia no tiene sentido, ya que las PatasPalmeadas no son lo mismo que las Aletas. En cambio, podemos **crear una nueva clase que contenga ambas de estas clases y delegue sus métodos en ella**:

public class Pingüino {  
 private final Aletas aletas;  
 private final PatasPalmeadas patasPalmeadas;  
  
 public Pingüino() {  
 this.aletas = new Aletas();  
 this.patasPalmeadas = new PatasPalmeadas();  
 }  
  
 public void aletear() {  
 this.aletas.aletear();  
 }  
  
 public void patear() {  
 this.patasPalmeadas.patear();  
 }  
}

La clase Pingüino está compuesta por instancias de Aletas y PatasPalmeadas. La parte difícil de aletear() y patear() se delega a las otras clases, siendo los métodos en la clase Pingüino de solo una línea. Ten en cuenta que las implementaciones de estos métodos en las clases delegadas también tienen solo una línea, aunque podrían ser considerablemente más complejas.

Una de las ventajas de la composición de objetos sobre la herencia es que **tiende a promover una mayor reutilización de código**. Al utilizar la composición de objetos, se **accede a otras clases y métodos que serían difíciles de obtener mediante el modelo de herencia simple**.

En el ejemplo, la clase Aletas se puede reutilizar en clases completamente no relacionadas con un Pingüino o un Ave, como en una clase Delfín o Tortuga. Si la clase Aletas hubiera sido heredada de la clase Pingüino, entonces usarla en otras clases no relacionadas sería difícil sin romper el modelo de clases o tener que hacer que la otra clase contenga una instancia de un Pingüino. Por ejemplo, sería absurdo decir que un Delfín hereda de un Pingüino o tiene una instancia de una clase Pingüino, sólo porque un Delfín tiene Aletas y Aletas hereda de la clase Pingüino.

Por otro lado, **sobrecarga de métodos para determinar dinámicamente qué método seleccionar en tiempo de ejecución es una herramienta muy útil**.

# **02. PATRÓN SINGLETON**

* [1. El Patrón Singleton](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#1-el-patr%C3%B3n-singleton)
* [2. Tipos de implementación del patrón Singleton](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#2-tipos-de-implementaci%C3%B3n-del-patr%C3%B3n-singleton)
  + [1. Inicialización en la decleración](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#1-inicializaci%C3%B3n-en-la-decleraci%C3%B3n)
  + [2. Usando bloques *static*](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#2-usando-bloques-static)
  + [3. Instanciación “perezosa” de Singleton](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#3-instanciaci%C3%B3n-perezosa-de-singleton)
    - [Singleton en varias computadoras](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#singleton-en-varias-computadoras)
  + [4. Thread Safe Singleton](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#4-thread-safe-singleton)
  + [5. Singletons con bloqueo de doble comprobación (*Double‐Checked Locking*)](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#5-singletons-con-bloqueo-de-doble-comprobaci%C3%B3n-doublechecked-locking)
* [Conclusión](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/02singleton/#conclusi%C3%B3n)

## **1. El Patrón Singleton**

En muchos casos, precisamos **crear un objeto en memoria sólo una vez en una aplicación** y **compartirlo entre varias clases**. Un ejemplo podría ser una conexión a una base de datos, pero sucede con frecuenta con otro tipo de recursos compartidos.

Por ejemplo, podríamos querer gestionar la cantidad de comida disponible para la alimentación de los animales de un zoológico en todas las clases que lo utilizan. Podríamos pasar el mismo objeto compartido ComidaManager a cada clase y método que lo utiliza, aunque esto crearía muchos punteros adicionales y podría ser difícil de gestionar si el objeto se utiliza en toda la aplicación. Al **crear un objeto singleton ComidaManager, centralizamos los datos y eliminamos la necesidad de pasarlos por toda la aplicación**.

* El **patrón singleton es un patrón de creación que permite sólo una instancia de un objeto en memoria dentro de una aplicación, compartida por todas las clases y hilos dentro de la aplicación**.
* El objeto disponible globalmente creado por el patrón singleton se denomina **objeto singleton**.
* Los singleton **también pueden mejorar el rendimiento cargando datos reutilizables que de otro modo serían costosos de almacenar y recargar cada vez que se necesitan**.

Una implementación sencilla de clase ComidaManager con un patrón singleton básico:

public class AlmacenComida {  
  
 private int cantidad = 0;  
  
 private AlmacenComida() {} // Privado, se crea como atributo estático:  
  
 private static final AlmacenComida instancia = new AlmacenComida(); // static: único.  
  
 // Método público único para obtener la instancia:  
 public static AlmacenComida getInstance() {  
 return instancia;  
 }  
  
 public synchronized void addComida(int cantidad) {  
 this.cantidad += cantidad;  
 }  
  
 public synchronized boolean removeComida(int cantidad) {  
 if (this.cantidad < cantidad) return false;  
 this.cantidad -= cantidad;  
 return true;  
 }  
  
 public synchronized int getCantidadComida() {  
 return cantidad;  
 }  
}

* Los **singleton** en Java se crean como **atributos privados estáticos dentro de la clase**, a menudo con el nombre instance (o instancia).
* Se **accede a ellos a través de un único método público estático**, a menudo **llamado getInstance()**, que devuelve la referencia al objeto singleton.
* Todos los c**onstructores en una clase singleton se declaran como privados**, lo que garantiza que **ninguna otra clase pueda instanciar otra versión de la clase**. Al marcar los constructores como privados, hemos marcado implícitamente la **clase como final**.

*Recuerda que cada clase requiere al menos un constructor, con el constructor por defecto si no se proporciona ninguno. Además, la primera línea de cualquier constructor es una llamada a un constructor padre super(). Si todos* ***los constructores se declaran privados en la clase singleton****, entonces es imposible crear una subclase con un constructor válido; por lo tanto, la* ***clase singleton es final****.*

* Se añade el modificador synchronized a addComida(), removeComida() y getCantidadComida(), para evitar que dos procesos ejecuten el mismo método exactamente al mismo tiempo y haya inconsistencias.

En el ejemplo AlmacenComida, un proceso que quiera usar este singleton primero llama a getInstance() y luego llama al método público necesario:

public class EntrenadorLlamas {  
  
 public boolean alimentarLlamas(int numeroLlamas) {  
  
 int cantidadNecesaria = 5 \* numeroLlamas;  
  
 AlmacenComida AlmacenComida = AlmacenComida.getInstance();  
  
 if (AlmacenComida.getCantidadComida() < cantidadNecesaria) {  
 AlmacenComida.addComida(cantidadNecesaria + 10);  
 }  
  
 boolean alimentadas = AlmacenComida.removeComida(cantidadNecesaria);  
  
 if (alimentadas)  
 System.out.println("Las llamas han sido alimentadas");  
 return alimentadas;  
 }  
  
}

Un aspecto a tener en cuenta es que **puede haber varias clases en la aplicación que requieran el objeto Singleton**.  
En el ejemplo, equivaldría a muchas instancias de EntrenadorLlamas pero sólo una instancia del objeto Singleton, AlmacenComida.  
El boolean devuelto por removeComida(), permite comprobar si hay disponible.  
En nuestro primer ejemplo de AlmacenComida, instanciamos el objeto singleton directamente en la definición de la referencia de instancia.

## **2. Tipos de implementación del patrón Singleton**

Se puede instanciar un singleton de varios modos:

a) En la **declaración del objeto**:

private static final ClaseSingleton instancia = new ClaseSingleton();

b) Utilizando un **bloque de inicialización estático**:

private static final ClaseSingleton instancia;  
  
 static {  
 instancia = new ClaseSingleton();  
 // Realizar pasos adicionales  
 }

c) **Instanciación “perezosa” de Singleton**. Se realiza en la primera llamada a la invocación del método getInstance:

private static ClaseSingleton instancia;  
  
 private ClaseSingleton() {  
 }  
  
 public static ClaseSingleton getInstance() {  
 if (instancia == null) {  
 instancia = new ClaseSingleton(); // ¡NO ES SEGURO PARA HILOS!  
 }  
 return instancia;  
 }

Por ejemplo:

// Instanciación usando un bloque estático  
public class RegistroPersonal {  
 private static final RegistroPersonal instancia;  
  
 static {  
 instancia = new RegistroPersonal();  
 // Realizar pasos adicionales  
 }  
  
 private RegistroPersonal() {  
 }  
  
 public static RegistroPersonal getInstance() {  
 return instancia;  
 }  
  
 // Métodos de acceso a datos  
 // ...  
}

Tanto la clase RegistroPersonal como la clase anterior AlmacenComida instancian el **singleton en el momento en que se carga la clase**. Sin embargo, a diferencia de la clase AlmacenComida, la clase RegistroPersonal instancía el singleton como parte de un bloque de inicialización estático.

Aunque **estas dos implementaciones son equivalentes**, ya que ambas crean el singleton cuando se carga la clase, el **bloque de inicialización estático permite realizar pasos adicionales para configurar el singleton después de que se ha creado**. También permite gestionar casos en los que el constructor de RegistroPersonal lanza una excepción.  
Dado que el singleton se crea cuando se carga la clase, **permite marcar la como final, lo que garantiza que sólo se creará una instancia dentro de la aplicación**.

Cuándo usar singleton

Los singletons se utilizan en situaciones donde **necesitamos acceso a un conjunto único de datos en toda una aplicación**. Por ejemplo: datos de configuración de la aplicación o las cachés de datos reutilizables se implementan comúnmente mediante singletons. Los singletons también se pueden utilizar para c**oordinar el acceso a recursos compartidos, como coordinar el acceso de escritura a un archivo o acceso a bases de datos**.

Hay muchas formas de hacer esto en Java. Todas estas formas difieren en su implementación del patrón, pero al final, todas logran el mismo resultado final de una única instancia.

### **1. Inicialización en la decleración**

Es el método más sencillo de crear una clase singleton. El objeto de la clase **se crea cuando se carga en la memoria por la JVM, asignando directamente la referencia de una instancia**.

Puede utilizarse cuando el programa siempre usará una instancia de esta clase, o el costo de crear la instancia no es demasiado grande en términos de recursos y tiempo.

// Código Java para crear una clase singleton mediante  
// "Inicialización Ansiosa"  
public class ClaseSingletonAD {  
 // instancia pública inicializada al cargar la clase  
 private static final ClaseSingletonAD instance = new ClaseSingletonAD();  
   
 private ClaseSingletonAD() {  
 // constructor privado  
 }  
   
 public static ClaseSingletonAD getInstance(){  
 return instance;  
 }  
}

**Ventajas/inconvenientes:**

* Muy **sencilla** de implementar.
* Puede llevar al **desperdicio de recursos**, ya que la instancia de la clase **se crea siempre**, ya sea que se necesite o no.
* También se **pierde tiempo de CPU** en la **creación de la instancia si no es necesaria**.
* **No es posible manejar excepciones**.

### **2. Usando bloques *static***

Es muy similar al caso anterior. La única diferencia es que **el objeto se crea en un bloque estático para que se pueda tener acceso a su creación**, **como el manejo de excepciones**. De esta manera, el objeto **también se crea en el momento de la carga de la clase**.

Puede utilizarse cuando hay posibilidad de excepciones al crear el objeto con inicialización ansiosa.

// Código Java para crear una clase singleton  
// Usando bloque estático  
public class ClaseSingletonAD {  
 // instancia pública  
 public static ClaseSingletonAD instance;  
   
 private ClaseSingletonAD() {  
 // constructor privado  
 }  
   
 static {  
 // bloque estático para inicializar la instancia  
 instance = new ClaseSingletonAD();  
 }  
}

**Ventanjas e inconvenientes:**

* Muy **sencillo** de implementar.
* No es necesario implementar el método getInstance(). **La instancia se puede acceder directamente**.
* Las **excepciones se pueden manejar** en el bloque estático.
* Puede llevar al **desperdicio de recursos**, ya que la instancia de la clase se crea siempre, ya sea que se necesite o no.
* También se **pierde tiempo de CPU en la creación de la instancia si no es necesaria**.

### **3. Instanciación “perezosa” de Singleton**

En este método, el objeto **se crea sólo si es necesario**. Esto puede evitar el desperdicio de recursos.

El objeto se **crea en la implementación del método getInstance() que devuelva la instancia**. Hay una comprobación de nulidad, y si el objeto no está creado, entonces se crea; de lo contrario, se devuelve el creado previamente.

Dado que el objeto se crea dentro de un método, se garantiza que el objeto no se creará a menos que sea necesario. La instancia se mantiene privada para que nadie pueda acceder directamente a ella.

Puede utilizarse **en un entorno de un solo hilo porque varios hilos pueden romper la propiedad singleton al acceder al método getInstance() simultáneamente y crear varios objetos**.

// inicialización perezosa (Lazy initialization)  
public class ClaseSingletonAD {  
 // instancia privada  
 // sólo accesible desde el méttodo getInstance()  
 private static ClaseSingletonAD instance;  
   
 private ClaseSingletonAD() {  
 // constructor privado  
 }  
   
 //devuelve la instancia de la clase  
 public static ClaseSingletonAD getInstance() {  
 if (instance == null) {  
 // si la instancia es nula se inicializa  
 instance = new ClaseSingletonAD();  
 }  
 return instance;  
 }  
}

Por ejemplo:

// Instanciación perezosa  
public class RastreadorTicketsVisitantes {  
 private static RastreadorTicketsVisitantes instancia;  
  
 private RastreadorTicketsVisitantes() {  
 }  
  
 public static RastreadorTicketsVisitantes getInstance() {  
 if (instancia == null) {  
 instancia = new RastreadorTicketsVisitantes(); // ¡NO ES SEGURO PARA HILOS!  
 }  
 return instancia;  
 }  
  
 // Métodos de acceso a datos  
 // ...  
}

El RastreadorTicketsVisitantes, al igual que nuestras clases singleton, declara sólo constructores privados, crea una instancia de singleton y devuelve el singleton con un método getInstance(). Sin embargo, la clase RastreadorTicketsVisitantes **crea el objeto singleton primera vez que un cliente lo solicita**. Crear un objeto reutilizable la primera vez que se solicita es un patrón de diseño de software conocido como instanciación perezosa (*Lazy Instantiation*), que se usa a menudo junto con el patrón singleton.

**Ventajas:** La instanciación perezosa **reduce el uso de memoria y mejora el rendimiento cuando se inicia una aplicación**. De hecho, sin instanciación perezosa, la mayoría de los sistemas operativos y aplicaciones que ejecutas tardarían significativamente más en cargarse y consumirían mucha más memoria, quizás más memoria de la disponible en tu computadora.

**Inconveniente:**" El inconveniente de la instanciación perezosa es que los usuarios **pueden notar un retraso notable la primera vez que se necesita un tipo particular de recurso**, como una conexión a una base de datos.

*Por ejemplo, muchas herramientas libres IDEs de desarrollo, como* ***Eclipse****, a menudo muestran un ligero retraso la primera vez que se abre un archivo Java en una ventana del editor después de iniciar el programa. Sin embargo, el retraso desaparece cuando se abren archivos Java adicionales. Este es un ejemplo de instanciación perezosa, ya que Eclipse* ***sólo carga las bibliotecas para analizar y presentar archivos Java la primera vez que se abre un archivo Java****.*

* El objeto **se crea sólo si es necesario**. Puede superar el desperdicio de recursos y tiempo de CPU.
* El **manejo de excepciones** también es posible en el método.
* Se debe **verificar la condición de nulo cada vez**.
* La instancia no se puede acceder directamente.
* En un **entorno multithread, puede romper la propiedad singleton**.

#### Singleton en varias computadoras

En principio, los singletons son siempre únicos. Cuando se escriben aplicaciones que se ejecutan en varias computadoras, la solución estática de singleton comienza a requerir consideraciones especiales, ya que cada computadora tendría su propio JVM. En esas situaciones, aún se podría usar el patrón singleton, aunque podría implementarse con una base de datos o **un servidor de colas en lugar de como un objeto estático**.

### **4. Thread Safe Singleton**

* Implementar verdaderamente el patrón singleton, debemos asegurarnos de que **sólo se cree una instancia del singleton** y está garantizado con el modelo anterior en entornos con un úncio hilo de ejecución.
* Marcar el constructor como privado evita que el singleton sea creado por otras clases, pero también **se necesita asegurar que el objeto singleton sólo se crea una vez dentro de la propia clase singleton**.

Se garantiza en los ejemplos de las clases AlmacenComida y RegistroPersonal utilizando el modificador final en la referencia estática.

Pero, en la **instanciación perezosa** en la clase RastreadorTicketsVisitantes, el compilador **no permite asignar el modificador final a la referencia estática**.

* La implementación de RastreadorTicketsVisitantes, como se muestra, **no se considera segura para hilos de ejecución (Threads)**, ya que dos hilos podrían llamar a getInstance() al mismo tiempo, lo que daría lugar a la creación dos objetos. Después de que ambos hilos terminen de ejecutarse, sólo se establecerá y utilizará un objeto por otros hilos en adelante, pero el objeto que recibieron los dos hilos iniciales puede no ser el mismo.

La seguridad de hilos (***Thread safety***) es la propiedad de un objeto que \*\*garantiza una ejecución segura por parte de múltiples hilos al mismo tiempo mediante el uso del modificador synchronized\*\* (por ejemplo, es la diferencia entre StringBuilder y StringBuffer). Hace que el método getInstance() sea sincronizado para que múltiples hilos no puedan acceder a él simultáneamente.

public static synchronized RastreadorTicketsVisitantes getInstance() {  
 if (instancia == null) {  
 instancia = new RastreadorTicketsVisitantes();  
 }  
 return instancia;  
}

El método getInstance() ahora está **sincronizado, lo que significa que sólo se permitirá que un hilo entre en el método a la vez, asegurando que sólo se cree un objeto**.

// Programa Java para crear una clase Singleton  
// segura para subprocesos  
public class ClaseSingletonAD   
{  
 // instancia privada, para que sólo pueda ser  
 // accedida por el método getInstance()  
 private static ClaseSingletonAD instance;  
   
 private ClaseSingletonAD() {  
 // constructor privado  
 }  
   
 // método sincronizado para controlar el acceso simultáneo  
 synchronized public static ClaseSingletonAD getInstance() {  
 if (instance == null) {  
 // si la instancia es nula, inicializar  
 instance = new ClaseSingletonAD();  
 }  
 return instance;  
 }  
}

**Ventajas e inconvenientes:**

* La inicialización perezosa se implanta.
* También es seguro para threads.
* El método **getInstance() está sincronizado**, por lo que provoca un **rendimiento lento, ya que varios hilos no pueden acceder a él simultáneamente**.

### **5. Singletons con bloqueo de doble comprobación (*Double‐Checked Locking*)**

La implementación sincronizada de getInstance(), aunque evita correctamente la creación de varios objetos singleton, **tiene el problema de que cada llamada a este método requerirá sincronización**. En la práctica, esto **puede ser costoso y afectar el rendimiento**.

La **sincronización sólo es necesaria la primera vez que se crea el objeto**. La solución es utilizar el doble bloqueo, un **patrón de diseño en el que primero probamos si se necesita sincronización antes de adquirir cualquier bloqueo**:

private static volatile ClaseSingleton instance;  
  
public static ClaseSingleton getInstance() {  
 if (instance == null) {  
 synchronized (ClaseSingleton.class) {  
 if (instance == null) {  
 instance = new ClaseSingleton();  
 }  
 }  
 }  
 return instance;  
}

Se añade el modificador volatile al objeto singleton. Esta palabra clave **evita un caso sutil donde el compilador intenta optimizar el código de manera que el objeto se acceda antes de que termine de construirse**.

Esta **solución es mejor** que la versión anterior, ya que realiza el paso de **sincronización sólo cuando el singleton no existe**. El singleton se accede miles de veces durante muchas horas o días, esto significa que sólo las primeras llamadas requerirían sincronización, y el resto no.

* Realiza **inicialización perezosa**.
* Es **thread-safe**
* Mejora el rendimiento, porque **reduce la sincronización**.
* La **primera vez puede afectar al rendimiento**.

## **Conclusión**

Singleton es un patrón de diseño útil para permitir sólo una instancia de su clase, pero los errores comunes pueden permitir que se cree más de una instancia sin darse cuenta.

El propósito del Singleton es **controlar la creación de objetos, limitando el número a uno pero permitiendo la flexibilidad de crear más objetos si la situación cambia**. Dado que sólo hay una instancia de Singleton, cualquier campo de instancia de un Singleton aparecerá sólo una vez por clase, al igual que los campos estáticos.

Los singleton a menudo controlan el **acceso a recursos como conexiones de bases de datos o sockets**. Por ejemplo, si se tiene una licencia para una sola conexión para su base de datos o su controlador JDBC tiene problemas con subprocesos múltiples, Singleton se asegura de que sólo se realice una conexión o que sólo un subproceso pueda acceder a la conexión a la vez. **Si añaden conexiones de base de datos o se utiliza un controlador JDBC que permite subprocesos múltiples, Singleton se puede ajustar fácilmente para permitir más conexiones**.

Además, los **Singleton pueden tener estado**; en este caso, su función es servir como depósito único del Estado. Si está implementando un contador que necesita dar números secuenciales y únicos (como la máquina que da números en la tienda de delicatessen), el contador debe ser globalmente único. El Singleton puede retener el número y sincronizar el acceso; Si más adelante desea mantener contadores en una base de datos para lograr persistencia, puede cambiar la implementación privada de Singleton sin cambiar la interfaz.

Por otro lado, los Singleton también pueden **proporcionar funciones de utilidad que no necesitan más información que sus parámetros**. En ese caso, no hay necesidad de crear instancias de múltiples objetos que no tienen ninguna razón para su existencia, por lo que un Singleton es apropiado.

# **03. OBJETOS INMUTABLES**

* [Manejo de Objetos Mutables en los Constructores de Objetos Inmutables](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/03objetosinmutables/#manejo-de-objetos-mutables-en-los-constructores-de-objetos-inmutables)
* [“Modificación” de un Objeto Inmutable](https://manuais.pages.iessanclemente.net/plantillas/dam/ad/00repasojava/03patronesdisenho/03objetosinmutables/#modificaci%C3%B3n-de-un-objeto-inmutable)

## **1. Creación de Objetos Inmutables**

El próximo patrón creacional que discutiremos es el **patrón de objetos inmutables**, empelado para cuando deseamos tener **objetos de sólo lectura para que sean compartidos** y utilizados por varias clases.

A veces queremos crear objetos simples que puedan ser compartidos entre varias clases, pero por razones de seguridad no queremos que su valor sea modificado. Podríamos copiar el objeto antes de enviarlo a otro método, pero esto crea una gran sobrecarga que duplica el objeto cada vez que se pasa. Además, si tenemos varios hilos que acceden al mismo objeto, podríamos tener problemas de concurrencia, como veremos en el Capítulo 7.

**Solución:** El patrón de objeto inmutable es un patrón creacional basado en la idea de crear objetos cuyo estado no cambia después de que se crean y que se pueden compartir fácilmente entre varias clases. Los objetos inmutables van de la mano con la encapsulación, excepto que no existen métodos setter que modifiquen el objeto. Dado que el estado de un objeto inmutable nunca cambia, son inherentemente seguros para subprocesos.

## **Aplicación de una Estrategia Inmutable**

Aunque hay una variedad de técnicas para escribir una clase inmutable, debes estar familiarizado con una estrategia común para hacer que una clase sea inmutable para el examen:

1. Usa un constructor para establecer todas las propiedades del objeto.
2. Marca todas las variables de instancia como privadas y finales.
3. No definas ningún método setter.
4. No permitas que los objetos mutables referenciados se modifiquen o accedan directamente.
5. Evita que los métodos se anulen.

La primera regla define cómo creamos el objeto inmutable, pasando la información al constructor para que todos los datos se establezcan al crearlo. Las segundas y terceras reglas son directas, ya que provienen de la encapsulación adecuada. Si las variables de instancia son privadas y finales, y no hay métodos setter, entonces no hay una forma directa de cambiar la propiedad de un objeto. Todas las referencias y valores primitivos contenidos en el objeto se establecen en la creación y no se pueden modificar.

La cuarta regla requiere una explicación más detallada. Supongamos que tienes un objeto inmutable Animal, que contiene una referencia a una lista de alimentos favoritos del animal, como se muestra en el siguiente ejemplo:

import java.util.\*;  
  
public final class Animal {  
 private final List<String> favoriteFoods;  
  
 public Animal(List<String> favoriteFoods) {  
 if (favoriteFoods == null) {  
 throw new RuntimeException("favoriteFoods is required");  
 }  
 this.favoriteFoods = new ArrayList<String>(favoriteFoods);  
 }  
  
 public List<String> getFavoriteFoods() { // ¡HACE LA CLASE MUTABLE!  
 return favoriteFoods;  
 }  
}

Para asegurarnos de que la lista favoriteFoods no sea nula, la validamos en el constructor y lanzamos una excepción si no se proporciona. El problema en este ejemplo es que el usuario tiene acceso directo a la lista definida en nuestra instancia de Animal. Aunque no pueden cambiar el objeto List al que apunta, pueden modificar los elementos de la lista, por ejemplo, eliminando todos los elementos llamando a getFavoriteFoods().clear(). También podrían reemplazar, eliminar o incluso ordenar la lista.

La solución, entonces, es nunca devolver esa referencia de lista al usuario. De manera más general, nunca deb

es compartir referencias a un objeto mutable contenido dentro de un objeto inmutable. Si el usuario necesita acceso a los datos en la lista, ya sea creando métodos envolventes para iterar sobre los datos o creando una copia única de los datos que se devuelve al usuario y nunca se almacena como parte del objeto. De hecho, la API de Collections incluye el método Collections.unmodifiableList(), que hace exactamente esto.

La clave aquí es que ninguno de los métodos que creas debe modificar el objeto mutable.

Volviendo a nuestras cinco reglas, la última regla es importante porque evita que alguien cree una subclase de tu clase en la que un valor previamente inmutable ahora parece mutable. Por ejemplo, podrían anular un método que modifica una variable diferente en la subclase, ocultando essencialmente la variable privada definida en la clase principal. La solución más simple es marcar la clase o los métodos con el modificador final, aunque esto limita el uso de la clase. Otra opción es hacer que el constructor sea privado y aplicar el patrón de fábrica, que discutiremos más adelante en este capítulo.

Una clase Animal inmutable:

import java.util.\*;  
  
public final class Animal {  
 private final String species;  
 private final int age;  
 private final List<String> favoriteFoods;  
  
 public Animal(String species, int age, List<String> favoriteFoods) {  
 this.species = species;  
 this.age = age;  
 if (favoriteFoods == null) {  
 throw new RuntimeException("favoriteFoods is required");  
 }  
 this.favoriteFoods = new ArrayList<String>(favoriteFoods);  
 }  
  
 public String getSpecies() {  
 return species;  
 }  
  
 public int getAge() {  
 return age;  
 }  
  
 public int getFavoriteFoodsCount() {  
 return favoriteFoods.size();  
 }  
  
 public String getFavoriteFood(int index) {  
 return favoriteFoods.get(index);  
 }  
}

¿Sigue este ejemplo las cinco reglas? Bueno, todos los campos están marcados como privados y finales, y el constructor los establece al crear el objeto. Luego, no hay métodos setter y la clase en sí está marcada como final, por lo que los métodos no pueden ser anulados por una subclase. La clase contiene un objeto mutable, List, pero no hay referencias al objeto disponibles públicamente. Proporcionamos dos métodos para recuperar el número total de alimentos favoritos, así como un método para recuperar un alimento basado en un valor de índice. Ten en cuenta que String se considera inmutable, por lo que no tenemos que preocuparnos de que los objetos String se modifiquen. Por lo tanto, se cumplen las cinco reglas y las instancias de esta clase son inmutables.

## MANEJO DE OBJETOS MUTABLES EN LOS CONSTRUCTORES DE OBJETOS INMUTABLES

Puedes notar que creamos un nuevo ArrayList en el constructor de Animal. Esto es absolutamente importante para evitar que la clase que crea inicialmente el objeto mantenga una referencia a la List mutable utilizada por Animal. Considera si hubiéramos hecho lo siguiente en el constructor:

this.favoriteFoods = favoriteFoods;

Con este cambio, el llamador que crea el objeto está utilizando la misma referencia que el objeto inmutable, lo que significa que ¡tiene la capacidad de cambiar la List! Es importante, al crear objetos inmutables, copiar cualquier argumento de entrada mutable a la instancia en lugar de usarlo directamente.

## “MODIFICACIÓN” DE UN OBJETO INMUTABLE

¿Cómo modificamos objetos inmutables si son inherentemente inmodificables? La respuesta es que ¡no podemos! Alternativamente, podemos crear nuevos objetos inmutables que contengan toda la misma información que el objeto original más lo que queríamos cambiar. Esto sucede cada vez que combinamos dos cadenas:

String firstName = "Grace";  
String fullName = firstName + " Hopper";

En este ejemplo, firstName es inmutable y no se modifica al agregarse a fullName, que también es un objeto inmutable. También podemos hacer lo mismo con nuestra clase Animal. Imagina que queremos aumentar la edad de un Animal en uno. Lo siguiente crea dos instancias de Animal, la segunda utilizando una copia de los datos de la primera instancia:

// Crea una nueva instancia de Animal  
Animal leon = new Animal("león", 5, Arrays.asList("carne", "más carne"));  
// Crea una nueva instancia de Animal usando datos de la primera instancia  
List<String> alimentosFavoritos = new ArrayList<String>();  
for (int i = 0; i < leon.getFavoriteFoodsCount(); i++) {  
 alimentosFavoritos.add(leon.getFavoriteFood(i));  
}  
Animal leonActualizado = new Animal(leon.getSpecies(), leon.getAge() + 1, alimentosFavoritos);

Dado que no teníamos acceso directo a la List mutable favoriteFoods, tuvimos que copiarla utilizando los métodos disponibles en la clase inmutable. También podríamos simplificar esto definiendo un método en Animal que devuelva una copia de la List de alimentos favoritos, siempre que el llamador comprenda que modificar esta List copiada no cambia el objeto Animal original de ninguna manera.